美宜佳MPOS系统开放平台开发手册

0.0.1（非正式预览版）

廖宁

版权所有 © 深圳市海思半导体有限公司2015。保留一切权利。

中国 - 东莞

前言

开放平台概述

开放平台是一个基于在提供基础的运行生态后，通过接口寄存和加载等形式开放给其他业务模块，接口间可 以求实现快速、模块化开发，达到解耦的目的。

也为将来第三方的接入，以及移动端发展的趋势。

背景

现MPOS系统上线以来， 难更新，

系统的各种功能是由许许多多的不同对象协作完成的。在这种情况下，各个对象内部是如何实现自己的对系统设计人员来讲就 不那么重要了；而各个对象之间的协作关系则成为系统设计的关键。小到不同类之间的通信，大到各模块之间的交互，在系统设计之初都是要着重考虑的，这也是系 统设计的主要工作内容。面向接口编程我想就是指按照这种思想来编程吧！实际上，在日常工作中，你已经按照接口编程了，只不过如果你没有这方面的意识，那么 你只是在被动的实现这一思想；表现在频繁的抱怨别人改的代码影响了你（接口没有设计到），表现在某个模块的改动引起其他模块的大规模调整（模块接口没有很 好的设计）等等。

思路

为什么要这么做

面向接口编程就是先把客户的业务逻辑线提取出来，作为接口，业务具体实现通过该接口的实现类来完成。当需求变化时，只需编写该业务逻辑的新的实现类，通过更改配置文件中该接口的实现类就可以完成需求，不需要改写现有代码，减少对系统的影响。

降低程序的耦合性。其能够最大限度的解耦，所谓解耦既是解耦合的意思，它和耦合相对。耦合就是联系 ，耦合越强，联系越紧密。在程序中紧密的联系并不是一件好的事情，因为两种事物之间联系越紧密，你更换 其中之一的难度就越大，扩展功能和debug的难度也就越大。 2 易于程序的扩展； 3 有利于程序的维护；

接口编程在设计模式中的体现：开闭原则

其遵循的思想是：对扩展开放，对修改关闭。其恰恰就是遵循的是使用接口来实现。在使用面向接口的编程过程

中，将具体逻辑与实现分开，减少了各个类之间的相互依赖，当各个类变化时，不需要对已经编写的系统进行

改动，添加新的实现类就可以了，不在担心新改动的类对系统的其他模块造成影响。

------------------------------------

1.程序结构清晰，使用方便

2.接口经过合理设计后，有利于程序设计的规范化，并可以并行开发，提高工作效率

3.实现了程序的可插拔性，对于不同的需求切换不同的实现，降低了耦合度，随着系统复杂性的提高这个优势会越来越明显

4.允许多重实现，弥补了继承的缺陷

为什么是接口而不是类

实际上接口和抽象类的选择不是随心所欲的。要理解接口和抽象类的选择原则，有两个概念很重要：对象的行为和对象的实现。如果一个实体可以有多种实现方 式，则在设计实体行为的描述方式时，应当达到这样一个目标：在使用实体的时候，无需详细了解实体行为的实现方式。也就是说，要把对象的行为和对象的实现分 离开来。既然Java的接口和抽象类都可以定义不提供具体实现的方法，在分离对象的行为和对象的实现时，到底应该使用接口还是使用抽象类呢？

通过抽象类建立行为模型，通过接口建立行为模型

有人问Jams Gosling（Java之父）：“如果你重新构造Java，你想改变什么？”。“我想抛弃 classes”他回答。在笑声平息后，它解释说，真正的问题不是由于class本身，而是实现继承(extends 关系)。接口继承（implements关系）是更好的。你应该尽可能的避免实现继承。

------------------

现行条件不允许

编者的话

业务声明用接口，业务内部实现重用部分继承

开发工具的局限性

这不是一个框架，在类Delphi的体系下其实就只有一个框架，那就是VCL。

------------------第二部分

开发环境

结构分布

开发协作方式

工程目录规范

目录安排

代码路径

主项目 application

bin

可直接运行的文件和基本支撑库

lib

程序运行时的依赖文件

基础生态环境

一个模块中可以包含多个业务

主要模块

SYSTEM

Parameter

theme

servlet后续

不允许显示创建计时器

接口的接入

基础生态

启动流程

异常日志

不同包的异常是独立的，所以错误无法抛出包外

所有异常都应在包内处理

持久化

单元测试

基础说明

InterfaceRes

附

一个hello world业务的开发过程

销售

支付

时间线

图形界面方案

1. 与技术现状说

图形界面并不是linux的一部分，linux只是一个基于命令行的操作系统。在Linux下常用的图形界面库有GTK和QT。

目前我们使用的LCL在Linux下是采用GTK的，而Windows下并没有采用GTK而是直接用的Windows的API。

主程序创建一个窗体，在库中增加需要的组件

直接在库中创建窗体

作为编译型语言

在编译时将窗体文件解析成相应信息放入类型信息中，

动态创建的控件类，只能是已注册的类型。而在不同库中的类型是无法获知的，尽管它们的内存结构可能一致。

也就是第一个LCL都是单独管理，无法实现模态窗口

当然你可以有你自己更好的解决方案，但要符合一原则：“不要影响别人，也不要人来管理你”
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